Chris Dang Lab 4

1. Add function stub with empty main. Check when done\_\_x\_\_

2. Now add two typedef statements: typedef array-element-type type-name[array-size];

ahead of main() to define the two data types:

IntegerArray for arrays with 16 integer elements

CharArray for arrays with 10 character elements

Check here when done\_\_x\_\_

3. Inside the main() function, declare and initialize an IntegerArray variable prime to be an array containg the 16 integers 2, 3, 5, 7, 11, 13, 17, 19, 23, 29, 31, 37, 41, 43, 47, 53, using a declaration of the form:

type-name array-name = {list-of-values} ;

Check here when done\_\_x\_\_

4. Check that the array have been initialized properly by writing a for loop to display the elements of prime. Then compile, link, and execute the program to check if your statements are correct.

Check here when done\_\_x\_\_

5. Test to see what happens when you have too many items in an initializer list. Describe what happens:

**Visual Studio has an error saying that there are too many initializers**

6. Having an initializer list with too few values is ok. What happens when you have fewer than 16 elements? Describe what happens: **Visual studio reports no errors and the array is displayed normally with the 15 elements I used.**

7. Now you will repeat the experiment with CharArray instead of IntegerArray. Use char animal[10] = {'r', 'h', 'i', 'n', 'o', 'c', 'e', 'r', 'o', 's'} and display using a for loop. Check here when done\_\_x\_\_

8. Now check if adding one or more characters causing too many initializers error.Describe what happens: **Visual Studio has an error saying that there are too many initializers**

9. Now check what happens when there are fewer values in the initializer list. Remove all but the first 5 characters in the initializer list and compile, link and execute. Describe what happens: **Visual studio reports no errors and the array is displayed normally with the 5 elements I used with whitespace where the other characters were**

10. What did the output operator do when the for-loop sent it to the character array elements that had not been initialized? To see this, modify the output statement in the for-loop to display the ascii codes generated for each character array elements. (Hint: Use type cast) Tell below what is used to initialize the uninitialized array elements. **The uninitialized elements were not displayed as anything. In place, zeroes were added as the contents of the uninitialized array.**

11. Initialize the char array with a string literal “elephant” and then display the array directly with << as in   
 cout << animal << “\*\*\*\*\*\n” ; What happened? **The array animal was outputted directly followed by the stars without needing a for loop.**

12 Repeat with “rhinoceros” instead and describe what happens. “**rhinoceros” was said to have 11 characters in it’s string, making it too long of an initializer string**

(ii) Write C++ statements below that could be used to determine length of the string stored in animal, that is the number of non-null characters.

**CharArray[] = "zebra" ;**

**for(int i = 0; i < 10; i++)**

**cout << animal[i] << i+1 << " ";**
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Display and write down their memory locations and include a

memory

map to the side.

first : **0042FDE8**

arr : **0042FDA0**

last : **0042FD58**

How many bytes are allocated to each array? **64 bytes**

Check using sizeof(type). Check here when finished\_\_x\_\_

What are addresses of:

arr[2]? **0042FDA8**

arr[3]? **0042FDAC**

Add code to show addresses of arr[2] and arr[3]. Results are:

arr[2] is at **0042FDA8**

arr[3] is at **0042FDAC**

Are they the same guesses?

**Yes they are the same as the earlier guess.**

14. In the output statement of the step 13, remove the & of &first,& arr, and &last. What can you conclude about the value of an array variable?

**Memory addresses are stored in the array variables.**

15. DIsplay the addresses of the indexes of arr[]. What can be concluded? **The addres of each location in the int array is 4 bytes away from the preceding and following index.**

16. Display the values of arr using subset[] notation and pointer notation. What can you conclude?  
**The output appears the same; it displays the contents of the array, which is all 1’s**

What happens if you remove the parantheses from \*(arr+i)?

**It dereferences the array index contents, and then adds the value of i.**

17**.** Display elements of first, arr, and last, in that order. Check when finished\_\_x\_\_

18. Add arr[-10] = -999; and arr[20] = 999; before the output statements of question 17. What elements change?

**first[2] was changed to 999 and last[8] was changed to -999**

Add marks to memory map from step 13 where the variables were changed. **Check when done\_\_x\_\_**

Add cout << “\narr[-10]...arr[20]:\n”;

for (int i = -10; i <=20; i++)

cout << arr[i] << “ “ ;

Why were the elements of first and last changed? **Because the assignments access the locations back and forth of arr because arrays are all stored in line.**

19. add:

**int mat[3][4] = { {11, 22, 33, 44},**

**{55, 66, 77, 88},**

**{-1, -2, -3, -4} } ;**

**for (int i = 0; i < 3; i++) {**

**for (int j = 0; j < 4; j++)**

**cout << setw(5) << mat[i][j] ;**

**cout << endl ;**

**}// end for** check when done\_\_x\_\_

20. Write a line of code you would use to find the base address of mat.

**cout << mat << endl ;**

What is the base address of mat? **0032F8E8**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJYAAACgCAYAAADuIpVSAAAFPklEQVR42u3bP4gcVRwH8C2uWPCQK4weciGLCGoMcsWBCoqChUVAiygWKa64IoJgkBQBLa6wuOKKFBYWVwS1iGCRwjLFFRYWKa5IkUJhwStSXJFiixRBx5nwW3hOZpLL3s5lxvl84Qe3s7P/P/fem3nzBgMREREREREREREREREREWlTLuS12cH6rM1f6jBqmo28riaV5kxeW7G9+GAvl+5PH7fREVSX88o6XK3E9UFe47xGJRzFG96NmuZcXvfzOojtk7zu5XU22Wf6mKwCZVvz4PO+8vob2Uefnu9MnRy9NIW12dovtQZWmuWAdDOvxWTb7YC2VNr/acHazuvbeG9P9B18/tXX2d5fk85Ugev/AOub2PZOafuHsX2jJbCm7/1e/L0K1n9zLepstApZtBhbcf96Xvux/SAGn2lW8trJ607SF49jPJG+xiTu24/bdbBuxL5V47Ni3+stg5XWjVJ33WtYuwGm+DG/y+uL6IaKJ/o17iue8FKASVuTYWybxD4Fwot53Yr9LiQ492LblbhdB2scj69K1X1tgfV38vft+OzDvsPKYsCctkJZDKDPlAbgWXRX06O6LIGSjpPKrcthu8L7pYF8Gdb4CLDen+Ph917NkdM/yd8HpXFY72AV44SFih/sZmnbqPQCxWNerfjPXEyO9p4UVtYgrM2ndJh+Lwb7P/YN1rhie9UPPKp4gWGc3yi+uF+SbnBWWHcbhPVx6fzXUeqPx7RW0xZrJ1r6hT62WLPCGiVf8H6MybZjADsrrNvxnFUpfqjfWzx4r8LU6zHWrLB+itvnS/stHAHWtRhnDWvGbd+3ENajMIE1A6y9ChiDmhbryiFhrdccEFyK7WdbdIL0MJgegvXiyVPZ2tvvdqaee/6FY4e1kxwlLkatx+mHotX5reLE53aMdepgDaM7nMSR6ihaxElFN/g0Yc2S3Y7PFe4cF6zl5JzXtO4EhOuBYTGZVL6bdB11sAZxpHmr9Lw3a6ZPugTrh+L9nhi9lp1+71xnamn51Ewt1nKctxpUIFquGDuNKubrVuMc0VrSLSzFvsNSa7SadId1sKZZi+d91HRJ5yah3/rky+ziz392pgpcbZ4rfNQA+CgBC6xaWJszvOnN5IQnWGA9dGQ1rjnx+bikj9sGC6w+BywBCyywwAILLAELrC7BevbESrZy+s3O1DNLJ8BqeXo1VyjHlwdzhdYVSiNdoXWFAhZYYIEFFlgCFlhggQUWWAIWWGCB1VtYfVlXKMcXc4XSSHq1rlCOuSt0PZaABRZYYIEFloAFFlhggQWWgAUWWGCBBZbME5YFqzLvmISWRmLBqjTXFbrQT8ACCyywwAJLwAILLLDAAkvAAgsssHoLy4JVmXfMFUojsWBVmusKXY8lYIEFFlhggSVggQUWWGCBJWCBBRZYvYVlXaHMO+YKpZFYVyjNdYWuxxKwwAILLLDAErDAAgsssMASsMACC6zewrKuUOYdc4XSSKwrlOa6QtdjCVhggQUWWGAJWGCBBRZYYAlYYIEFVm9hWVco8465Qmkk1hVKc12h67EELLDAAgsssAQssMACCyywBCywwAKrt7CsK5R5x1yhNBLrCqW5rtD1WAIWWGCBBRZYAhZYYIEFFlgCFlhggdVbWNYVyrxjrlAaiXWF0lxX6HosAQsssMACCywBCyywwAILLAELLLDA6i0s6wpl3jFXKI3EukJprit0PZaABRZYYIEFloAFFlhggQWWgAUWWGD1FlaxVq/A1ZUqZgrAane2Bt2eK7zgJ2xnFgLX1Q7W5eID/AvkSNOp5JwlNAAAAABJRU5ErkJggg==)

Find addresses of the elements of mat, then draw a memory map.

Was the allocation done rowwise or columnwise?

**Done vertically in columnwise**

21. Add statements to code to allow you to determine the values of the expressions.

\*(mat + 0)  **0037FD20** \*(mat + 1) **0037FD30** \*(mat + 2) **0037FD40**

\*\*(mat + 0) **11**  \*\*(mat + 1) **55** \*\*(mat + 2)  **-1**

\*(\*mat + 0) **11**  \*(\*mat + 1) **22** \*(\*mat + 2)  **33**

\*(\*(mat + 1) + 0) **55** \*(\*(mat + 1) + 1) **66** \*(\*(mat + 1) + 2)  **77**

22. Compare answers with memory map and guess what the following expressions give.

\*(mat + i) **This will give a memory address, because this is pointer notation for an index**

**\*\***(mat + i) **This will give the contents of \*(mat +i) because it dereferences the address**

\*(\*mat + i) **This will give the contents of \*mat (initial location, index 0), then add i to get to mat+i and then dereference to get the value**

**\*(\*(mat + i) + j) This will give a value that first differenced the (mat + i) to give a starting location (index i) then jumps to mat+j followed with the dereference to give a value.**